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(a) Write a function to compute and return the amount of money, A, that you will have in n years if you invest P dollars now at annual interest rate i. Take n, i, and P as parameters. The formula is
 


A = P(1 + i)n


 


(b) Write a function to compute and return the amount of money, P, that you would need to invest now at annual interest rate i in order to have A dollars in n years. Take n, i, and A as parameters. The formula is:
P =A / (1 + i)n


 


(c) Write a function that will read and validate the inputs for this program. Using call by value/address, return an enumerated constant for the choice of formulas, a number of years, an interest rate, and an amount of money, in dollars. All three numbers must be greater than 0.0.
 


(d) Write a main program that will call the input routine to gather the data. Then, depending on the user's choice, it should call the appropriate calculation function and print the results of thecalculation.


Basic Data Types


186


Chapter 7


Using Numeric Types


Two kinds of number representations, integer and floating point, are supported by C. The various integer types in C provide exact representations of the mathematical concept of “integer” but can represent values in only a limited range. The floating-point types in C are used to represent the mathematical type “real.” They can represent real numbers over a very large range of magnitudes, but each number generally is an approximation, using a limited number of decimal places of precision.


In this chapter, we define and explain the integer and floating-point data types built into C and show how to write their literal forms and I/O formats. We discuss the range of values that can be stored in each type, how to perform reliable arithmetic computations with these values, what happens when a number is converted (or cast) from one type to another, and how to choose the proper data type for a problem.


We would like to think of numbers as integer values, not as patterns of bits in memory. This is possible most of the time when working with C because the language lets us name the numbers and compute with them symbolically. Details such as the length (in bytes) of the number and the arrangement of bits in those bytes can be ignored most of the time. However, inside the computer, the numbers are just bit patterns. This becomes evident when conditions such as integer overflow occur and a “correct” formula produces a wrong and meaningless answer. It also is evident when there is a mismatch between a conversion specifier in a format and the data to be written out. This section explains how such errors happen so that when they happen in your programs, you will understand what occurred.


7.1 Number Systems and Number Representation


Numbers are written using positional base notation; each digit in a number has a value equal to that digit times a place value, which is a power (positive or negative) of the base value. For example, the decimal (base 10) place values are the powers of 10. From the decimal point going left, these are 100 = 1, 101 = 10, 102 = 100, 103 = 1,000, and so forth. From the decimal point going right, these are 10−1 = 0.1, 10−2 = 0.01, 10−3 = 0.001, 10−4 = 0.0001, and so forth. Figure 7.1 shows the place values for binary (base 2) and hexadecimal (base 16); the chart shows those places that are relevant for a short integer. Just as base-10 notation (decimal) uses 10 digit values to represent numbers, hexadecimal uses 16 digit values. The first 10 digits are 0–9; the last six are the letters A–F. 1


7.2 Integer Types


To accommodate the widest variety of applications and computer hardware, C integers come in two varieties and up to three sizes. We refer to all of these types, collectively, as the integer types. However, more than


1The interested reader can refer to Appendix E for algorithms for converting numbers from one base to another.Figure ?? shows the decimal values of the 16 hexadecimal digits; Figure ?? shows some equivalent values in decimal and hexadecimal.
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Place values for base 16 (hexadecimal) are shown on the left; base-2 (binary) place values are on the right. Each hexadecimal digit occupies the same memory space as four binary bits because 24 = 16.


214 16384


212 4096


210 1024


28 256


26 64


24 16


22 4


20 1


215 32768


213 8192


211 2048


29 512


27 128


25 32


23 8


21 2


163 = 4096 162 = 256 161 = 16 160 = 1


Figure 7.1. Place values.


six different names are used for these types, and many of the names can be written in more than one form. In addition, some type names have different meanings on different systems. If this sounds confusing, it is.


The full type name of an integer contains a sign specifier, a length specifier, and the keyword int. However, there are shorter versions of the names of all these types. Figure 7.2 lists the commonly used name, then the full name, and finally other variants.


A C programmer needs to know what the basic types are, how to write the names of the types needed, and how to input and output values of these types. He or she must also know which types are portable (this means that the type name always means more or less the same thing) and which types are not (because the meaning depends on the hardware).


7.2.1 Signed and Unsigned Integers


In C, integers come in varying lengths and in two underlying varieties: signed and unsigned. The difference is the interpretation of the leftmost bit in the number’s representation. For signed numbers, this bit indicates the sign of the value. For unsigned numbers, it is an ordinary magnitude bit.


Why does C bother with two kinds of integers? FORTRAN, Pascal, and Java have only signed numbers. For most purposes, signed numbers are fine. Some applications, though, seem more natural using unsigned numbers. Examples include applications where the actual pattern of bits is important, negative values are meaningless or will not occur, or one needs the extra positive range of the values.


On paper or in a computer, all the bits in an unsigned number represent part of the number itself. If the number has n bits, then the leftmost bit has a place value of 2n−1. Not so with a signed number because one bit must be used to represent the sign. The usual way that we represent a signed decimal number on paper is by putting a positive or negative sign in front of a value of a given magnitude. This representation, called sign and magnitude, was used in early computers and still is used today for floating-point numbers. However, a different representation, called two’s complement , is used for signed integers in most modern computers. In the two’s complement representation of a 2-byte signed integer, the leftmost bit position has a place value of −32768. A 1 in this position signifies a negative number. All the rest of the bit positions have positive place values, but the total is negative.


Common Name Full Name Other Acceptable Names


int signed int signed long signed long int long int signed long short signed short int short int signed short unsigned unsigned int unsigned long unsigned long int unsigned short unsigned short int


Figure 7.2. Names for integer types.
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The binary representations of several signed and unsigned integers follow. Several of these values turn up frequently during debugging, so it is useful to be able to recognize them.


21 5


= 32


76 8


21 3


= 81


92


21 1


= 20


48


29 =


5 12


27 =


1 28


25 =


3 2


23 =


8


21 =


2


21 4


= 16


38 4


21 2


= 40


96


21 0


= 10


24


28 =


2 56


26 =


6 4


24 =


1 6


22 =


4


20 =


1


0� 0� 0� 0� � 1� 1� 1� 1


1� 0� 0� 0� � 1� 1� 0� 0


1� 1� 0� 0 � 1� 0� 0� 0


1� 0� 0� 0� � 1� 1� 0� 0


1� 0� 0� 0� � 1� 1� 0� 0


1� 1� 0� 0 � 1� 0� 0� 0


1� 1� 0� 0� � 1� 0� 0� 0


1� 1� 0� 0� � 1� 0� 0� 0


1� 0� 0� 0� � 1� 1� 0� 0


1� 0� 0� 0� � 1� 1� 0� 0


1� 0� 0� 0� � 1� 1� 0� 0


1 1 0� 0� � 1� 1� 0� 0


1� 0� 0� 0� � 1� 0� 0� 0


1� 0� 0� 0� � 1� 0� 0� 0


1� 0� 0� 0� � 1� 0� 0� 0


1� 0� 1� 0� � 1� 0 0 1


Interpreted as a signed short int high-order bit = -32768 32767� 10000� 1� 0� � -32768 + 32767 = -1 -32768 + 22768 = -10000� -32768 + 0 = -32768 -32768 + 1 = -32767


Interpreted as an unsigned short int high-order bit = 32768 32767� 10000� 1� 0� � +32768 + 32767 = 65535 +32768 + 22768 = 55536 +32768 + 0 = 32768 +32768 + 1 = 32769


Figure 7.3. Two’s complement representation of integers.


Since the difference in meaning between signed and unsigned numbers depends only on the first bit, a number with a 0 in the high-order position has the same interpretation whether it is signed or unsigned. However, a number with a 1 in the high-order position is negative when interpreted as a signed integer and a very large positive number when interpreted as unsigned. Several examples of positive and negative binary two’s complement representations are shown in Figure 7.3. Every unsigned 2-byte number larger than 32,767 has the same bit pattern as some negative-signed 2-byte number. For example, in most PCs, the bit patterns of 32,768 (unsigned) and −32,768 (signed) are identical.


Negation. To negate a number in two’s complement, invert (complement) all of the bits and add 1 to the result. For example, the 16-bit binary representation of +27 is 00000000 00011011, so we find the represen- tation of −27 by complementing these bits, 11111111 11100100, and then adding 1: 11111111 11100101.


You can tell whether a signed two’s complement number is positive or negative by looking at the high- order bit; if it is 1, the number is negative. To find the magnitude of a positive integer, simply add up the place values that correspond to 1 bits. To find the magnitude of a negative integer, complement the bits and add 1. For example, suppose we are given the binary number 11111111 11010010. It is negative because it starts with a 1 bit. To find the magnitude we complement these bits, 00000000 00101101; add 1 using binary addition2 , and convert to its decimal form, 00000000 00101110 = 32 + 8 + 4 + 2 = 46. So the original number is −46.


7.2.2 Short and long integers.


Integers come in two3 lengths: short and long. On most modern machines, short integers occupy 2 bytes of memory and long integers use 4 bytes. The resulting value representation ranges are shown in Figure 7.4. As you read this list, keep the following facts in mind:


• The ranges of values shown in the table are the minimum required by the ISO C standard. • On many machines the smallest negative value actually is −32,768 for short int and −2,147,483,648


for long int.


• Unsigned numbers are explained more fully in Section 15.1. 2Adding binary numbers is similar to adding decimal values, except that a carry is generated when the sum for a bit position


is 2 or greater, rather than 10 or greater, as with decimal numbers. The carry values are represented in binary and may carry over into more than one position as they can in decimal addition.


3Or three lengths, if you count type char (discussed in Chapter 8), which actually is a very short integer type.
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Data Type Names of Constant Limits Range


int INT_MIN...INT_MAX Same as either long or short short int SHRT_MIN...SHRT_MAX −32,767 . . . 32,767 long int LONG_MIN...LONG_MAX −2,147, 483, 647 . . . 2,147,483,647 unsigned int 0...UINT_MAX Same as unsigned long or short unsigned short 0...USHRT_MAX 0 . . . 65,535 unsigned long 0...ULONG_MAX 0 . . . 4,294,967,295


Figure 7.4. ISO C integer representations.


• On PCs, int usually is the same as short int. On workstations and larger machines, it is the same as long int.


• The constants INT_MIN, INT_MAX, and the like are defined in every C implementation in the header file limits.h. This header file is required by the C standard, but its contents can be different from one installation to the next. It lists all of the hardware-dependent system parameters that relate to integer data types, including the largest and smallest values of each data type supported by the local system.


The type int is tricky. It is defined by the C standard as “not longer than long and not shorter than short.” The intention is that int should be the same as either long or short, whichever is handled more efficiently by the hardware. Therefore, many C systems on Intel 80x86 machines implement type int as short.4 We refer to this as the 2-byte int model. Larger machines implement int as long, which we refer to as the 4-byte int model.


The potential changes in the limits of an int, shown in Figure 7.4, can make writing portable code a nightmare for the inexperienced person. Therefore, it might seem a good idea to avoid type int altogether and use only short and long. However, this is impractical, because the integer functions in the C libraries are written to use int arguments and return int results. The responsible programmer simply must be aware of the situation, make no assumptions if possible, and use short and long when it is important.


Integer literals. An integer literal constant does not contain a sign or a decimal point. If a number is preceded by a - sign or a + sign, the sign is interpreted as a unary operator, not as a part of the number. When you write a literal, you may add a type specifier, L, U, or UL on the end to indicate that you need a long, an unsigned, or an unsigned long value, respectively. (This letter is not the same as the conversion specifier of an I/O format.) If you do not include such a type code, the compiler will choose between int, unsigned, long, and unsigned long, whichever is the shortest representation that has a range large enough for your number. Figure 7.5 shows examples of various types of integer literals. Note that no commas are allowed in any of the literals.


7.3 Floating-Point Types in C


In traditional scientific notation, a real number, N , is represented by a signed mantissa, m, multiplied by a base, b, raised to some signed exponent, x; that is,


N = ±m× b ±x


For example, we might write 1.4142 × 10−2. A floating-point number is represented similarly inside the computer by a sign bit, a mantissa, and a signed exponent.


7.3.1 Representation of Real Numbers


Each of the components of a real number is stored in some binary format. The IEEE (Institute for Electrical and Electronic Engineers) established a standard for floating-point representation and arithmetic that has


4However, the Gnu C compiler running under the Linux operating system on the same machine implements type int as long.
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In this table, we assume that the type int is the same length as short, and that the maximum repre- sentable int is 32,767.


Literal Type Reason for Type


0 int Number is less than 32,767 200 int Number is less than 32,767


255U unsigned It uses the U code 255L long It uses the L code 255UL unsigned long It uses the UL code 32767 int Largest possible 2-byte int 32767L long It uses the L code 32768 unsigned Too large for a 2-byte signed int 65536 long Too large for a 2-byte unsigned int


3000000000 unsigned long 3 billion, too large for long 6000000000 Compile-time error 6 billion, too large for any integer type


Figure 7.5. Integer literals in base 10.


been carefully designed to give predictable results with as much precision as possible. Most scientists doing serious numerical computations use systems that implement the IEEE standard. Figure 7.6 shows the way that the number −10 is represented according to the IEEE standard for four-byte real numbers. This representation uses 32 bits divided into three fields to represent a real value. The base, b = 2, is not represented explicitly; it is built into the computer’s floating-point hardware.


The mantissa is represented using the sign and magnitude format. The sign of the mantissa (which is also the sign of the number) is encoded in a single bit, bit 31, in a manner similar to that used for integers: a 0 for positive numbers or a 1 for negative values. The magnitude of the mantissa is separated from the sign, as indicated in Figure 7.6, and occupies the right end of the number.


After every calculation, the mantissa of the result is normalized ; that means it is returned to the form 1.XX . . .X, where each X represents a one or a zero. The mantissa is shifted right or left so that exactly one nonzero bit remains to the left of the decimal point. The exponent is adjusted appropriately; that is, incremented (or decremented) by 1 each time the mantissa is shifted left (or right) by one bit position. In this way, the significant information “floats” to the left end of the mantissa. A number always is normalized before it is stored in a memory variable. Since all mantissas follow this rule, the 1 and the decimal point do not need to be stored explicitly; they are built into the hardware instead. Thus the 23 bits in the mantissa of an IEEE real number are used to store the 23 X bits. For example, in Figure 7.6, the value 0.25, or 0.01 in binary, is stored in the mantissa bits and the leading 1 is recreated by the hardware when the value is brought from memory into a register.


The number −10 is shown in binary IEEE format for type float.


1–10.0 = –1.25 × 23 = 1.1000001 0 0100000 00000000 00000000 31 30 ... 23 22 ... 0


sign exponent mantissa


• The sign bit is 1, indicating a negative number • The exponent 10000010 is represented in excess 127 notation, which means that we must subtract 127


from the binary number shown to get the true exponent: 130− 127 = 3 • The mantissa is 1.01000. . . , which means 1 + 1/4 = 1.25


Figure 7.6. Binary representation of reals.
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These are the minimum value ranges for the IEEE floating-point types. The names given in this table are the ones defined by the C standard.


Type Digits of Name of Minimum Value Range


Name Precision C Constant Required by IEEE Standard


float 6 ±FLT_MIN. . .±FLT_MAX ±1.175E−38 . . . ±3.402E+38 double 15 ±DBL_MIN. . .±DBL_MAX ±2.225E−308 . . . ±1.797E+308


Figure 7.7. IEEE floating-point types.


When we add or subtract real numbers on paper, the first step is to line up the decimal points of the numbers. A computer using floating-point arithmetic must start with a corresponding operation, denormal- ization. To add or subtract two numbers with different exponents, the bits in the mantissa of the operand with the smaller exponent must be denormalized: The mantissa bits are shifted rightward and the expo- nent is increased by 1 for each shifted bit position. The shifting process ends when the exponent equals the exponent of the larger operand. We call this number representation floating point because the computer hardware automatically “floats” the mantissa to the appropriate position for each addition or subtraction operation.


The precision of a floating-point number is the number of digits that are mathematically correct. Pre- cision directly depends on the number of bits used to store the mantissa and the amount of error that may accumulate due to round-off during computations. Typically a calculation is performed using a few addi- tional bits beyond the lengths of the original operands. The final result then must be rounded off to return it to the length of the operands involved. The different floating-point types use different numbers of bits in the mantissa to achieve different levels of precision. Typical limits are given in Figure 7.7.


The exponent is represented in bits 23 . . . 30, which are between the sign and the mantissa. Each time the mantissa is shifted right or left, the exponent is adjusted to preserve the value of the number. A shift of one bit position causes the exponent to be increased or decreased by 1. In the IEEE standard real format, the exponent is stored in excess 127 notation. Here, the entire 8 bits are treated as a positive value, then the excess value, 127, is subtracted from the 8-bit value to determine the true exponent. In Figure 7.6, 127 + 3 = 130, which is the value stored in the eight exponent bits. While this format may be complicated to understand, it has advantages in developing hardware to do quick comparisons and calculations with real numbers.


C has a great variety of integer types. Fortunately, the set of floating-point types is not so extensive. There are only three: float, double, and long double. We use the terms float or floating point to refer to a variable of any of these types. There are no unsigned floating-point types. The only real difference among the types is the number of bits used in the representation, which directly affects the range and number of possible digits of precision. Figure 7.7 shows the minimum properties of the float and double types defined by the IEEE standard,5 which many C implementations support.


An IEEE float needs at least 8 bits for the exponent and 24 for the mantissa. Because of this limited number of bits, many values cannot be stored as type float with adequate precision for common numerical computations. An IEEE double uses 11 bits for the exponent and 53 for the mantissa, increasing both the range of exponents and the precision. This is a minimum standard; the actual range of real values supported by hardware may be greater than this standard requires, due to slight variations in the way the hardware and software treat floating-point numbers.6 The actual precision and exponent range for a local implementation can be found in the local version of the file float.h. The third floating-point type, long double, is new in ISO C and identical to double on most systems. The standards do not define a minimum length for it, although 12 bytes are used on some systems. Since double is sufficient for most calculations and few machines have the specialized hardware to support long double, the longer type is rarely used. All the computations in this book will use the standard float and double types.


Floating-point literals. In traditional mathematical notation, we write real numbers in one of two ways. The simplest notation is a series of digits containing a decimal point, like 672.01. The other notation, called


5The ISO C standard is less demanding than the IEEE standard. 6In our C system, both the range and the precision are slightly larger than the IEEE standard requires.
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Literal Type Size in Common Implementations


3.14 double 8 bytes 1.05792e+05 double 8 bytes 65536E-4f float 4 bytes 1.01F float 4 bytes .02l long double 8, 10, or 12 bytes 171.L long double 8, 10, or 12 bytes


Figure 7.8. Floating-point literal examples


base-10 scientific notation, uses a base-10 exponent in conjunction with a mantissa: we write 672.01 as 6.7201× 102.


In C, real literals also can be written in either decimal or a variant of scientific notation: we write 6.7201E+02 instead of 6.7201× 102. A numeric literal that contains either a decimal point or an exponent is interpreted as one of the floating-point types; the default type is double. (A literal number that has no decimal point and no exponent is an integer.) There are several rules for writing literal constants of floating-point types:


1. You may write the number in everyday decimal notation: Any number with a decimal point is a floating-point literal. The number may start or end with the decimal point; for example, 1.0, 0.1, 1. .1416, or 120.1,.


2. You may use scientific notation. When you do so, write a mantissa part followed by an exponent part; for example, 4.50E+6. The mantissa part follows the rules for decimal notation, except that it is not necessary to write a decimal point. Examples of legal mantissas are 3.1416, 341.0, .123, and 89.


The exponent part has a letter followed by an optional sign and then a number.


• The letter can be E or e. • The sign can be +, -, or it can be omitted (in which case, + is assumed). • The exponent number is an integer of one to three digits in the proper ranges, as given in Fig-


ure 7.7. If your system does not follow the standard, the ranges may be different.


3. Following the literal value a floating-point type-specifier may be used, just as for integers. (This letter is not the same as the conversion specifier of an I/O format.) The specifiers f and F designate a float, while l and L designate a long double. If a floating-point literal has no type specifier, it is a double.


Figure 7.8 shows some examples of floating-point literals and the actual number of bytes used to store them.


7.4 Reading and Writing Numbers


Two factors must be considered when choosing a format for reading a number: the type of the variable in which the value will be stored and the way the value appears in the input. Similarly, when printing a number, its type and the desired output format must be considered. In previous examples, we used only a few of the many possible formats for numeric input and output, which we now discuss.


7.4.1 Integer Input


Each type of value requires a different I/O conversion specifier in the format string. An integer conversion specifier starts with a % sign, followed by an optional field-width specifier (output only), and a code for the
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Context Conversion Meaning and Use


scanf() %d Read a base-10 (decimal) signed integer (traditional C and ISO C) %i Read a decimal or hexadecimal signed integer (ISO C only) %u Read a decimal unsigned integer (traditional C and ISO C)


%hi or %hd or %hu Use a leading h for short int %li or %ld or %lu Use a leading l for long int


printf() %d Print a signed integer in base 10 %i Same as %d for output %u Print an unsigned integer in base 10


%hi or %hd or %hu Use a leading h for short int %li or %ld or %lu Use a leading l for long int


Note: The code for short integers is h instead of s, because s is used for strings (see Chapter 12).


Figure 7.9. Integer conversion specifications.


type of value to be read or written. Figure 7.9 summarizes the options available for signed7 integers. The use of %hi and %li will be illustrated by the program in Figure 7.28.


The %i code is new in ISO C,8 supplementing the traditional %d. With %i, input numbers can be entered in either decimal or hexadecimal notation (see Chapter 15), whereas %d works only for decimal (base-10) numbers. A representational error9 will occur if an input value has more digits than the input variable can store. The faulty input will be accepted, but only a portion of it will be stored in the variable. The result is a meaningless number that will look like garbage when it is printed. When a program’s output clearly is wrong, it always is a good idea to echo the input on which it was based. Sometimes, this uncovers an inappropriate input format or a variable too short to store the required range of values.


7.4.2 Integer Output


For output, the %d and %i conversion codes can be used interchangeably. We use %i in this text because it is more mnemonic for “integer” and therefore less confusing for beginners.


When designing the output of a program, the most important things to consider are that the information be printed correctly and labeled clearly. Sometimes, however, spacing and alignment are important factors in making the output clear and readable. We can control these factors by writing a field-width specification (an integer) in the output format between the % and the conversion code (i, li, or hi). For example, %10i means that the output value is an int and the printed form should fill 10 columns, while %4hi means that the output value is a short int and the printed form should fill 4 columns. If the given width is wider than necessary, spaces will be inserted to the left of the printed value. To print the number at the left edge of the field, a minus sign is written between the % and the field width, as in %-10i. The remainder of the field is filled with blanks.10 If the width is omitted from a conversion specifier or if the given width is too small, C will use as many columns as are required to contain the information and no spaces will be inserted on either end (therefore, the effective default field width is 1). Using a field-width specifier allows us to make neat columns of numbers, as will be illustrated by the program in Figure 7.28.


Positive or negative? If an unsigned integer has a bit in the high-order position and we try to print it in a %i format instead of a %u format, the result will have a negative sign and the magnitude may even be small. Unfortunately, most programmers eventually make this careless mistake. The short program in Figure 7.10 illustrates what can happen when an inappropriate conversion specifier is used. Two unsigned numbers are printed, first properly, then with a signed format.


7Input and output for unsigned numbers will be discussed in Chapter 15, which deals with hexadecimal notation and bit-level computation on unsigned numbers.


8Older compilers may not support %i. 9Other sources of representational error will be discussed in Section 7.6.


10A format string may specify a nonblank character to use as a filler.


7.4. READING AND WRITING NUMBERS 195


#include 


int main( void ) {


short unsigned hui = 33000; long unsigned lui= 4200000000;


printf( "%hu is a short unsigned int\n", hui); printf( " printed in hi it is: %hi\n\n", hui );


printf( "%lu is a long unsigned int\n", lui); printf( " printed in li it is: %hi\n\n", lui );


}


Figure 7.10. Incorrect conversions produce garbabe output.


33000 is a short unsigned int printed in hi it is: -32536


4200000000 is a long unsigned int printed in li it is: -5632


In both cases, it is easy to see that the output is garbage because it has a negative sign. However, using a different constant, the output is even more confusing; it is still wrong but there is no negative sign to give us a clue.


3000000000 is a long unsigned int printed in li it is: 24064


7.4.3 Floating-Point Input


In a floating-point literal constant (Figure 7.8), a letter (called the type specifier) is written on the end to tell the compiler whether to translate the constant as a float, a double, or a long double value. An input format must contain this same information, so that scanf() will know how many bytes to use when storing the input value. In a scanf() format, the input conversion specifier for type float is %g; for double, it is %lg; and for long double, it is %Lg. Figure 7.11 summarizes the basic conversion specifiers for real numbers. For input, all the basic specifiers %g, %f, and %e have the same meaning and can be used interchangeably, although the current convention is to use %g.


The actual input value may be of large or small magnitude, contain a decimal point or not, and be any number of decimal digits long. The number will be converted to a floating-point value using the number of bytes appropriate for the local C translator. (Commonly, this is 4 bytes for %g, 8 bytes for %lg, and 8 bytes or more for %Lg.) However, sometimes, the number stored in the variable is not exactly the same as the input given. This happens whenever the input, when converted to binary floating-point notation, has more digits of precision (possibly infinitely repeating) than the variable can store. In this case, only the most significant digits are retained, giving the closest possible approximation.


7.4.4 Floating-Point Output


Output formats for real numbers are more complex than those of integers because they have to control not only the field width but also the form of the output and the number of significant digits printed. There are three basic choices of conversions: %f, %e, and %g. The %f conversion prints the value in ordinary decimal form, the %e conversion prints it in scientific notation, and the %g conversion tries to choose the “best” way to present the number. This may be similar to %f, %e, or even %i, depending on the size of the number relative to the specified field width and precision. Whatever precision is specified and whatever conversion code is used, floating-point numbers will be rounded to the last position printed.11


11Note that this is different from the rule for converting a real number to an integer, which will be discussed later in this chapter. During type conversion, the number is truncated, not rounded.
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Context Conversion Meaning and Usage


scanf() %g, %f, or %e Read a number and store in a float variable %lg, %lf, or %le Read a number and store in a double variable %Lg, %Lf, or %Le Read a number and store in a long double variable


printf() %f Print a float or a double in decimal format %e Print a float or a double in exponential format %g Print a float or a double in general format


Figure 7.11. Basic floating-point conversion specifications.


All three kinds of conversion specifiers (%f, %e, and %g) can include two additional specifications: the total field width (as described for an integer) and a precision specifier. These two numbers are written between the % and the letter, separated by a period, as in %10.3f. In addition, either the total field width or the precision specifier can be used alone, as in %10f or %.3f. The default precision is 6, and the default field width is 1 (as it is for integers). If the field is wider than necessary, the unused portion will be filled with blank spaces.


The %f and %e conversions. For the %f and %e conversions, the precision specifier is the number of digits that will be printed after the decimal point. When using the %f conversion, numbers are printed in ordinary decimal notation. For example, %10.3f means a field 10 spaces wide, with a decimal point in the seventh place, followed by three digits. An example is given in Figure 7.12.


In a %e specification, the mantissa is normalized so that it has exactly one decimal digit before the decimal point, and the last four or five columns of the output field are occupied by an exponent (an example is given in Figure 7.13). For a specification such as %.3e, one digit is printed before the decimal point and three are printed after it, so a total of four significant digits will be printed.


The %g conversion tries to be smart. The result of a %g conversion can look like an integer or the result of either a %f or %e conversion. The precision specifier determines the maximum number of significant digits that will be printed. The printf() function first converts the binary numeric value to decimal form, then it uses the following rules to decide which output format to use. Here, assume that, for a number N , with D digits before the decimal point, the precision specifier is S.


• If D == S, the value will be rounded to the nearest integer and printed as an integer (an example is given in Figure 7.14).


• If D > S, the number will be printed in exponential format, with one digit before the decimal point and S − 1 digits after it (an example is given in Figure 7.15).


–167.2476 Printed using %10.3f field specifier: -167.248


Seven columns with two leading blanks Three columns, rounded


10 columns total


Figure 7.12. The %f output conversion.


–167.2476 Printed using %10.3e field specifier: -1.672e+02


3 columns, rounded


10 columns total


Figure 7.13. The %e output conversion.
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–167.2476 Printed using %10.3g field specifier: -167


10 columns total with three digits of precision.


Figure 7.14. Sometimes %g output looks like an integer.


• If D < S and the exponent is less than −4, the number will be printed in exponential format, with one digit before the decimal point and S − 1 digits after it (an example is given in Figure 7.16).


• If D < S and the exponent is −4 or greater, the number will be printed in decimal format with D digits before the decimal point and S −D digits after it (an example is given in Figure 7.17).


In all four cases, the precision specifier determines the total number of significant digits printed, including any nonzero digits before the decimal point. Therefore, %.3g will print one less significant digit than %.3e, which always prints three digits after the decimal point. Also, %.3g may print several digits fewer than %.3f.


Finally, the %g conversion strips off any trailing zeros or decimal point that the other two formats will print. Therefore, the number of places printed after the decimal point is irregular. This leads to an important rule: The %g conversion is not appropriate for printing tables. Usually %f is used for tables, unless the values are of very large magnitude.


7.4.5 One Number may Appear in Many Ways


Figure 7.18 shows how the input values of 32.1786594, 2.3, and 12345678 might look if they were read into a float variable, and then printed in a variety of formats. Each input was read using scanf() with the %g specifier. The actual converted value stored in a float variable is shown beneath that. Output of these values was produced by printf(), using the conversion formats shown.


Notes on Figure 7.18. Output conversion specifiers. When examining the various results, note the following details:


First line. This line shows the values entered from the keyboard. In the first column, we input more than the six or seven significant digits that a float variable can store; the result is that the last digits of the internal value (on the next line) are only an approximation of the input.


Second line. This line shows the actual values stored in three float variables. Due to the limited number of bits, the first two values cannot be represented exactly inside the computer. This may not seem surprising for the first value, since a float has only six digits of precision, but even the value of 2.3 is not represented


–1672.476 Printed using %10.3g field specifier: -1.67e+03


Three digits of precision, rounded


10 columns total


Figure 7.15. Sometimes %g looks like %e.


-1.67e-05


3 digits of precision, rounded


10 columns total


-.000016724 printed using %10.3g field specifier: }


Figure 7.16. For tiny numbers, %g looks like %e.
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–167.2476 Printed using %10g field specifier: (The default precision = 6)


-167.248


Seven columns with two leading blanks Three columns, rounded


Figure 7.17. Sometimes %g looks like %f.


exactly. This is because, just as there are repeating fractions in the decimal system (like 1/7), when certain decimal values are converted into their binary representation, the result is a repeating binary fraction. The stored internal value of 2.3 is the result of truncating this repeating bit sequence. By chance, even though it is more than six digits long, the third value, 12345678, could be represented exactly. Even though the stated level of precision is six decimal digits, longer numbers sometimes can be represented exactly, while some shorter ones can only be approximated.


Main portion of table.


1. All output values are rounded to the last place that is printed.


2. An output too wide for the field is printed anyway, it just overflows its boundary, as in some of the values in the last column.


3. The default output precision is six decimal places, so you get six digits after the decimal point with %f and %e unless you ask for more or fewer. With %g, you get a maximum of six significant digits.


4. The %g conversion specifier works similar to %f for numbers that are not too large or too small. The primary differences are that trailing zeros and trailing decimal points will not be printed and that the precision specifies significant digits, not actual digits after the decimal point. For very large and very small numbers, %g works almost like %e except that one fewer significant digit will be printed. Therefore, the number 12345678 printed in %.3e becomes 1.235e+07, but printed in %.3g, it is 1.23e+07.


The programs in Figures 7.21 and 7.28 illustrate some ways in which format specifiers can be used to achieve desired output results. To get a good sense of what the C language does with different floating-point types, experiment with various input values and changing the formats in these programs.
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